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Operators and operator precedence are common syntactic features in pro-
gramming languages. Students and experts sometimes make mistakes when
using those features in programming language [3, 5, 4, 6]. Such mistakes can be
caused by misunderstanding and misinterpretating about the syntax’s function.
For example, the expression 13 + 5 * 2 has the value of 23 if the expression
is evaluated using basic order of evaluation in mathematics, however, has the
valueof 36 if the expression is evaluated from left to right by ignoring operator
precendence rule.

It is very important to resolve these issues because incorrect understanding
of operator precedence concept can also create a security hole in programming.
For example, in 2012, the Knight Group Company lost 440 million in the first
30 minutes of their business day. The prediction of the loss may cause by a
mistake on operator precedence in their latency cost equation [1].

There are three main goals of this study. Firstly, this research aim to pro-
posed a comprehensive framework of operators and precedence for language
designers to use as guidelines in the future. In programming as well as math-
ematics, evaluation of expression are based on precedence rule. Operators also
follow the rule of associativity which is either left-to-right or right-to-left.

Secondly, this reaserch aim to present the easiest way to help students,
novices and experts to understand operators and precendence. The proposed
framework will indirectly produce a better solution to teach and guide student
on operators and precedence. Lastly, the research hopes to present how best to
use the existing languages.

Key challenges in undertaking this research relate to designing a solid exper-
imental study for clearly identifying students interpretation of this issue. Some
studies have claimed that the use of questionnaires and interview may not be an
effective way to gather conceptual understanding [6] while other studies believe
they could be useful [2]. Therefore, it is hoped that the discussion following this
presentation provides useful insights into the solution of these challenges.
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